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| **Theory:**  Non-restoring division algorithm is used to divide two unsigned integers. The other form of this algorithm is Restoring Division. This algorithm is different from the other algorithm because here, there is no concept of restoration and this algorithm is less complex than the restoring division algorithm. |
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| **Implementation**  #include<stdio.h>  #include<stdlib.h>  int acum[100]={0};  void add(int acum[],int b[],int n);  int q[100],b[100],l;  int main()  {  int x,y;  printf("Enter the Number  : ");  scanf("%d%d",&x,&y);  int i=0;  while(x>0||y>0)  {  if(x>0)  {  q[i]=x%2;  x=x/2;  }  else  {  q[i]=0;  }  if(y>0)  {  b[i]=y%2;  y=y/2;  }  else  {  b[i]=0;  }  i++;  }  int n=i;  int bc[50];  printf("\n");  for(i=0;i<n;i++)  {  if(b[i]==0)  {  bc[i]=1;  }  else  {  bc[i]=0;  }  }  bc[n]=1;  for(i=0;i<=n;i++)  {  if(bc[i]==0)  {  bc[i]=1;  i=n+2;  }  else  {  bc[i]=0;  }  }  b[n]=0;  int j;  for(i=n;i!=0;i--)  {  if(acum[n]==0)  {  for(j=n;j>0;j--)  {  acum[j]=acum[j-1];  }  acum[0]=q[n-1];  for(j=n-1;j>0;j--)  {  q[j]=q[j-1];  }  add(acum,bc,n+1);  }  else  {  for(j=n;j>0;j--)  {  acum[j]=acum[j-1];  }  acum[0]=q[n-1];  for(j=n-1;j>0;j--)  {  q[j]=q[j-1];  }  add(acum,b,n+1);  }  if(acum[n]==1)  {  q[0]=0;  }  else  {  q[0]=1;  }  }  if(acum[n]==1)  {  add(acum,b,n+1);  }  printf("\nQuoient   : ");  for(  l=n-1;l>=0;l--)  {  printf("%d",q[l]);  }  printf("\nRemainder : ");  for( l=n;l>=0;l--)  {  printf("%d",acum[l]);  }  return 0;  }  void add(int acum[],int bo[],int n)  {  int i=0,temp=0,sum=0;  for(i=0;i<n;i++)  {  sum=0;  sum=acum[i]+bo[i]+temp;  if(sum==0)  {  acum[i]=0;  temp=0;  }  else if(sum==2)  {  acum[i]=0;  temp=1;  }  else if(sum==1)  {  acum[i]=1;  temp=0;  }  else if(sum==3)  {  acum[i]=1;  temp=1;  }  }  } |
| Output: |